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ABSTRACT 

In this paper we discuss the use of 

multithreading, its types and difference from 

other multitasking processes. This is just a basic 

research on multithreading. This doesn’t 

conclude the new research paradigm. The basic 

details of multithreading used in java is defined 

here. 

We have discussed our basic approach that is 

needed for the betterment of multithreading in 

our context.  

There is a little concusion that came out of this 

research. 

 

Keywords— 

About four key words ;phrases in alphabetical 

order; separated by commas.  

 
I.  INTRODUCTION 

 

Java is amultithreaded programming 

language which means we can develop 

multithreaded program using Java. A 

multithreaded program contains two or more 

parts that can run concurrently and each part can 

handle different task at the same time making 

optimal use of the available resources specially 

when your computer has multiple CPUs. 

By definition multitasking is when multiple 

processes share common processing resources 

such as a CPU.[20] Multithreading extends the 

idea of multitasking into applications where you 

can subdivide specific operations within a single 

application into individual threads. Each of the 

threads can run in parallel. The OS divides 

processing time not only among different 

applications, but also among each thread within 

an application.[2] 

Multithreading enables you to write in a way 

where multiple activities can proceed 

concurrently in the same program. 

 

formatted further at IJEMR. Define all 

symbols used in the abstract. 

 

 
II.  LIFE CYCLE OF A THREAD 

 

Life Cycle of a Thread: 

A thread goes through various stages in its 
life cycle. For example, a thread is born, 
started, runs, and then dies. Following 
diagram shows complete life cycle of a 
thread.[4] 

 
 

III.  LIFE CYCLE EXPLAINED  

Above-mentioned stages are explained here: 

 New: A new thread begins its life cycle in the 

new state. It remains in this state until the 
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program starts the thread. It is also referred to as 

a born thread. 

 Runnable: After a newly born thread is started, 

the thread becomes runnable. A thread in this 

state is considered to be executing its task.[3] 

 Waiting: Sometimes, a thread transitions to the 

waiting state while the thread waits for another 

thread to perform a task.A thread transitions 

back to the runnable state only when another 

thread signals the waiting thread to continue 

executing. 

 Timed waiting: A runnable thread can enter the 

timed waiting state for a specified interval of 

time. A thread in this state transitions back to the 

runnable state when that time interval expires or 

when the event it is waiting for occurs. 

 Terminated: A runnable thread enters the 

terminated state when it completes its task or 

otherwise terminates.[6] 

Thread Priorities:[8] 

Every Java thread has a priority that helps the 

operating system determine the order in which 

threads are scheduled. 

Java thread priorities are in the range between 

MIN_PRIORITY (a constant of 1) and 

MAX_PRIORITY (a constant of 10). By default, 

every thread is given priority 

NORM_PRIORITY (a constant of 5).[5] 

Threads with higher priority are more important 

to a program and should be allocated processor 

time before lower-priority threads. However, 
thread priorities cannot guarantee the order 
in which threads execute and very much 
platform dependentant.[5]  

IV.  USE OF MULTITHREADING 

 

 The use of multi-threading programming 

is the key to take advantage of the increasing  

number of processing cores in central processing 

units in each new generation of processors; it 

will [18] 

be necessary if we want simulators to continue 

developing in features and performance, while  

supporting larger number of simultaneously 

simulated robots. Multithreaded software 

applications –  

programs that run multiple tasks (threads) at the 

same time to increase performance for heavy  

workload scenarios, are already positioned to 

take advantage of multi-core processors [10].  

Our goal is to try to program the simulator in a 

way that takes benefit of current processors,[19]  

while at the same time avoid implementing them 

in the same way as discussed in past paragraph 

in  

order to avoid their drawbacks.[17] So the main 

idea of our approach is to use multi-threading  

programming as a component of the simulator 

architecture design, and not just in control 

method  

implementations where it is left to the 

programmer to decide whether to implement 

multithreading  

or not. [20] 

A thread of execution by definition is a "fork" of 

a computer program into two or more  

concurrently running tasks [16]. The 

implementation of threads and processes differs 

from one  

operating system to another, but in most cases, a 

thread is contained inside a process.[18] Multiple  

threads can exist within the same process and 

share resources such as memory, while different  

[12] In the non threaded approach when dealing 

with simulating multi robot systems, the robots 

are  

put in an array, and then sequentially the CPU 

resources are passed to each of them, in their 

turn, to  

calculate their actions, and when each of them 

finishes, then the available resources are passed 

to  

the next robot, and so on, until all robots in the 

array do their jobs.[16] Then this cycle starts 

again, from  

the first robot to decide its next step, and so 

on.[14] The performance of this approach is 

acceptable  
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when all robots are of the same type, or if they 

need similar time to complete their decision 

making  

process.  in which we are simulating four [14] 

robots at the same time (each of them needing a 

different time to accomplish its control strategy  

calculations), we encounter the following 

situation: the Robot3 will need 50 milliseconds 

to finish  

the calculations in order to take a decision, and 

this will affect the simulated Robot4, since it 

cannot  

start its own calculations until Robot3 finishes. 

This situation causes a lag that the Robot4 is not  

responsible of.[9] This is one shortcoming of not 

using threads in the programming. Threading 

will  

eliminate this problem even when we only have 

single core processor, because if we use  

multithreading and assign a separate thread to 

each simulated robot, then the slow robot 

(Robot3)  

will not slow down all the simulation and other 

robots till it finishes its calculations. Instead, 

each [3] 

robot will only affect itself, and the robot with 

easy calculations will be simulated normally as it  

should be, while the complex robot will stay in 

its place until finishing its calculations with[12] 

 V.  CONCLUSION 
 

 Implementing multithreaded Java code is 

reasonably straightforward. Even converting 

existing single-threaded Java GUI code to a 

multithreaded format is not difficult. The results 

are actually quite impressive: Your GUI is freed 

up from long waits and ready to process other 

user actions. However, your application might or 

might not permit the interleaving of operations; 

imagine an application that fetches customer 

names from a database before printing out 

invoices. It wouldn't make much sense to put the 

printing code in a separate thread and then try to 

print invoices before customer names had been 

read from the database! 

For application operations where it's okay to 

interleave user actions, making a GUI 

multithreaded can be very useful. It can even 

help to improve end user productivity by 

allowing a number of application operations to 

proceed in parallel. 

However, the power that multithreaded 

programming provides should be used with care. 

If you use shared data across threads, then it's 

quite easy to get into some very difficult 

debugging scenarios.The same is true of locking 

shared resources between threads. The rule of 

thumb is to follow the guidelines and start out 

being conservative in your multithreaded 

designs. As you get more experienced with the 

use of multithreaded programming, you can then 

start to use the more powerful features. 
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