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Abstract:  

This research paper is a general 
overview of dynamic data structure 
called Tree which provides flexibility in 
adding new data elements and deleting 
existing data elements onto the 
structure.In computer science, a binary 
tree is a tree data structure in which 
each node has at most two children, 
which are referred to as the left child 
and the right child.Binary trees are a 
good way to express arithmetic 

expressions. In this paper we have 
studied about binary tree. This paper 
covers discussion about properties of 
binary tree, types of binary trees, 
traversal techniques, searching, and 
insertion and deletion operation. 

Keywords:  

Node, root, child, sub-tree and siblings 

etc. 
 

Introduction 

A Tree is a dynamic, non-linear data 

structure which is an acyclic graph or graph 

having no cycles. This structure is mainly 

used to represent data containing a 

hierarchical relationship between elements. 

Binary trees are hierarchical data structures 

which allow insertion and a fast, nearest- 

 

neighbours search in one-dimensional data. 

It can be used instead of qsort and binary 

search to quickly find the closest points in a 

data array. The binary tree has the 

advantage of having a simple structure that 

allows generalization for more then one 

dimension - the so-called KD Tree[1]. 

Therefore, it is good to understand how it 

works and how it performs data searches.In 

this data is stored in non-consecutive 

memory location or inconsequential form. 

There is no unique predecessor or unique 

successor.  A tree data structure is depicted 

upside down with the root at the top and 

the leaves at the bottom[2,3]. 

 

Figure 1 
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Basic Terminology 

Root 
A root is a specially designated node in a 
tree which has no parent. There can be only 
one root in a tree. In Fig 2. A is the root 
node. 

Node 

This is the main components of any tree 
structure. It stores the actual data along 
with links to other nodes. In Fig 2. A, B and 
C are nodes because these are holding data 
elements. 

Parent 
A node having left child or right child or 
both is termed as parent node. In Fig 
2.node A is parent of node B and C. 

Child 
The immediate successors of a node are 
called child nodes. A child which is placed at 
the left side is called the left child and a 
child which is placed at the right side is 
called the right child[4]. In Fig 2.node B and 

C are children of node A. 

Leaf 
A leaf node is the external node which does 
not have any child node. In Fig 3. D, E, F, G 
are leaf nodes. 

 

Siblings 
The child nodes of a given parent node are 
called siblings. In Fig 3.nodes B and C are 
siblings of node A. 

Branch 
It is a connecting line between two nodes. A 
node can have more than one edge. 

Path 
Each node has to be reachable from the 
root through a unique sequence of edges 
called a path. The number of edges in a 
path is called the length of path. 

Level of a Node 
The level of node is its distance from the 
root. The level of root is defined as zero. 
The level of all other nodes is one more 
than its parent node. 

Height of a Tree 

The height is defined as the maximum 
number of nodes in a branch of tree. This is 
one more than the maximum level of the 
tree. The height of tree in Fig 4.is 4. 

Rooted Tree 

Figure 2 

Figure 4 

Figure 3 
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A rooted tree is one where we 
designate one node as the root. In Fig 
4.node A is the root node. Fig 4.is a rooted 
tree. 

Ordered Tree 
If in a tree at each level, an ordering is 
defined, then such a tree is called an 
ordered tree[5,6]. 

Binary Tree 

A binary tree is a rooted tree in which each 

node has at most two children, which are 

referred to as the left child and 

the right child. 

Properties of Binary tree 

1. The number of external nodes is one 

more than internal nodes. 

2. The number of external nodes is at 

least h + 1 and at most 2h, where h 

is the height of the tree. 

3. The number of internal nodes is at 

least h and at most 2h – 1. 

4. The total number of nodes in a 

binary tree is at least 2h + 1 and at 

most 2h + 1 – 1. 

5. The height h, of binary tree with n 

nodes is at least log n + 1 and at 

most n. 

6. A binary tree with n nodes has 

exactly n – 1 edges[7]. 

Types of Binary Tree 

Strictly Binary Tree 
A binary tree is a strictly binary tree if and 
only if each node has exactly two child 
nodes or no nodes. A strictly binary tree 
with n leaves always contains 2n – 1 nodes.  

Complete binary tree 

A binary tree is a full or complete binary 
tree if each non-leaf node has exactly two 
child nodes and all leaf nodes are at the 

same level. 

 

Almost Complete Binary Tree 
A binary tree of depth h is an almost 
complete binary tree, if any node at level 
less than d – 1 has two children. For any 
node ‘x’ in the tree with a right descent at 
level d, x must have a left child and every 
left descendant of x is either a leaf at level d 
or has two children. An almost complete 
binary tree with n leaves has 2n – 1 nodes 
and an almost complete binary tree with n 
leaves which is not strictly binary has 2n 
nodes[8]. 

Traversing in a Binary Tree 

Traversing means visiting all the nodes of 
tree. There are three standard methods to 

Figure 5 

Figure 6 
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traverse the binary trees 

i. Preorder traversal 

ii. Postorder traversal 

iii. Inorder traversal 

Preorder traversal 
The preorder traversal of a binary tree is a 
recursive process. The preorder traversal of 
a tree is 

a. Visit the root of the tree. 

b. Traverse the left subtree in preorder 

c. Traverse the right subtree in 
preorder 

Postorder traversal 
The postorder traversal of a binary tree is a 
recursive process. The postorder traversal 
of a tree is 

a. Traverse the left subtree in 
postorder 

b. Traverse the right subtree in 
postorder 

c. Visit the root of the tree. 

Inorder traversal 
The inorder traversal of a binary tree is a 
recursive process. The preorder traversal of 
a tree is 

a. Traverse the left subtree in inorder 

b. Visit the root of the tree. 

c. Traverse the right subtree in inorder 

That is, 

Pre-
order 

Root Left-sub-
tree 

Right-
sub-tree 

In-order Left-sub-
tree 

Root Right-
sub-tree 

Post-
order 

Left-sub-
tree 

Right-
sub-tree 

Root 

 

Example: Consider the following binary 
tree. 

Preorder Traversal: A, B, D, E, C, G, F 

Postorder Traversal: D, E, B, G, F, C, A 

Inorder Traversal: D, B, E, A, G, C, F  

Binary Search tree 

Binary search tree has the property that the 
left child contains a smaller value than the 
root node and the right child contains a 
larger value than the root node. 

Operations on Binary Search Tree 

The most common operation performed on 
a Binary Search Tree is searching for a 
key/element stored in the tree. Besides the 
search operation, it supports many 
operations such as traversal operation 
insertion and deletion of data etc. 

Searching 

Searching in Binary Search Tree is much 

faster as compared to other data structures 

such as array or linked lists. The TREE-

SEARCH (x,k) algorithm searches the tree 

root at x for a node whose key value is 

Figure 7 
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equal to k. It returns a pointer to 

the node if it exists otherwise NIL[9]. 

TREE-SEARCH (x,k) 

1. if x = NIL or k = key[x] 

2. then return x 

3. if k < key[x] 

4. then return TREE-SEARCH(left[x],k) 

5. else return TREE-SEARCH(right[x],k) 

Insertion Operation 

The process of adding new element is called 
insertion. Insertion of element in the binary 
search tree invokes adding of element to 
the leaf node. 

Consider a binary search tree T. Suppose an 
ITEM of information to be inserted in T. 
Then the procedure written below is 
followed 

1. Compare ROOT with ITEM. 

2. If ITEM > ROOT, proceed to right child 

and it becomes root for the right 

subtree. 

3. If ITEM < ROOT, proceed to left child. 

4. Repeat the above steps until LEAF is 

reached. 

5. Now compare ITEM with LEAF 

a. if LEAF > ITEM, insert ITEM as left 

child 

b. if LEAF < ITEM, insert ITEM as 

right child 

Deletion Operation 

The process of deleting an element is called 
deletion. Deletion can be performed on any 
node i.e. internal node or external node. 

Consider a binary search tree T. Suppose an 
ITEM of information to be deleted from T. 
To delete an ITEM, there are three cases, 
depending upon the number of children of 
the node to be deleted. 

1. If the node to be deleted is a leaf node 

then just replace the node with NULL. 

2. If the node z to be deleted has a child 

node then simply swap the root node 

and child node and then replace the 

child node with NULL. 

3. If the node z to be deleted has a left 

child and right child or left subtree and 

right subtree then find the inorder 

successor of the node to be deleted 

and then swap the values of node to be 

deleted and inorder successor in the 

binary search tree and replace inorder 

successor with NULL[10]. 

Conclusion  

The hierarchical file system tell us, how do 

files get saved and deleted under 

hierarchical directories. Tree is a data 

structure which allows you to associate a 

parent-child relationship between various 

pieces of data and thus allows us to arrange 

our records, data and files in a hierarchical 

fashion. The central focus in this paper is to 

know more about binary tree. We have 

learnt properties of binary tree, its various 

types. Working with binary search tree i.e. 

search, insertion and deletions operations is 

done along with algorithms. We have also 

learnt tree traversal techniques i.e. reorder, 

in order and post order traversal.  
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