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Abstract:  

This paper is a general overview of 

non-linear data structure (Linked lists). 

This research paper covers a brief 

history of the early development of 

Linked lists and the purpose behind this 

to learnTypes of linked lists, advantages 

and disadvantages and operations on 

linked lists which includes creating a 

linked list, traversing, insertion of a 

node and deletion of a node with 

program codes is discussed. Linked list 

is used to do many advanced operations 

in computer science. Linked lists are a 

great way to store a theoretically 

infinite amount of data with a small and 

versatile amount of code. 
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History 

Linked lists were developed in 1955-1956 
by Allen Newell, Cliff Shaw and Harbert A. 
Simon at RAND Corporation as the primary 
data structure for their Information 
Processing Language with which early 
artificial intelligence programs, including 
the Logic Theory Machine, General Problem 
Solver, and a Computer Chess program 
were developed[1]. 

Introduction 

 

Linked lists are linear data structures. 
The data is stored in consecutive memory 
location. Every element in the structure has 
a unique predecessor and unique successor. 
In this, elements are stored in a sequential 
form. Linked list is among the simplest and 
most commonly data structure used to 
store similar type of data in memory. It is a 
linear collection of data elements called 
nodes, where the linear order is given by 
means of pointers. Every node has two 
parts: first part contains the 
information/data and the second part 
contains the link/address of the next node 
in the list. Linked lists provide advantage 
over conventional arrays. The elements of 
linked list is not stored in continuous 
memory location[2,3]. Memory is allocated 
for every node when it is actually required 
and will be freed when not needed. 

Types of linked lists 

Linked lists are classified into following 
categories depending upon the number of 
pointers on the basis of requirement and 
usage. 

1. Linear linked list 
2. Circular linked list 
3. Doubly linked list 
4. Circular doubly linked list 
5. Header linked list 

 

Definitions 

Linear Linked List 

In linear linked list each node is divided into 
two parts: First part contains the 
information of the element. And the second 
part contains the address of the next node 
in the list. This means, each node has single 
pointer to the next node[4]. The pointer of 
last node is NULL representing end of the 
linked list.  

Circular Linked List 

This is similar to linear linked list. But here 
the pointer of last node is not NULL but 
contains address of first node in the list. 
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Doubly Linked List 

Doubly inked lists are two-way lists. In this 

case, two link fields are there (saylpt which 
is predecessor pointer and rptwhich is 
successor pointer)instead of one as in singly 
linked list. It helps accessing both the 
successor and predecessor. The rpt of last 
node is NULL[5,6]. 

Circular Doubly Linked List 

 Circular doubly linked list is also a two-way 
list which has both successor and 
predecessor pointer in circular manner. 
Here rpt of last node is not NULL but 
contains address of first node and lpt of first 
node contains the address of last node in 
the list. It is easier to perform insertion and 
deletion operation in circular doubly linked 
list. 

Header Linked List 

 Header linked list always contains a single 
node, called header node, at the beginning 
of the linked list. This header node contains 
vital information about the linked list such 
as the number of nodes in the list, whether 

the list is sorted or not[7]. 

Advantages 

1. Linked lists are dynamic data 
structures: Memory is allocated for 
every node when it is actually required 
and will be freed when not needed. 

2. The size is not fixed. 

3. Data is stored in non-continues 
memory blocks. 

4. Insertion and deletion of nodes are 
easier and efficient: Linked lists provide 
flexibility in inserting and deleting 
nodes at any specified position and a 
node can be deleted from any position 
on the linked list. 

Disadvantages 

More memory: In the linked list, there is an 

special field called link field which holds 

address of the next node, so linked lists 

require more space[8]. 
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Working with Linked List 

Singly linear linked list 

1. Creating Nodes 

 

2. Traversing of a linked list 

 

3. Insertion in a Singly Linked List 

i. At the beginning 

 
ii. At the end 

 
4. Deletion in a Singly Linked List 

i. From the beginning 

 
 

ii. From the end 
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Conclusion  

Linked lists are a great way to store a 
theoretically infinite amount of data with a 
small and versatile amount of code. They 
are great in that you can change and write 
them to serve your particular needs. For 
example: our lists were one directional, in 
that the individual node has no idea who is 
behind him in the list. This can be easily 
altered by the addition of a reference to the 
node behind as well as in front. This will 
give you greater control over the list. We 
could also write sorting algorithms, delete 
functions, and any number of methods that 
we find beneficial. 
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